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Humans use expressions

\[ x = v_0 t + \frac{at^2}{2} \]

Processors only do **single steps**

\[
\begin{align*}
\text{temp1} &= v_0 \times t \\
\text{temp2} &= a \times t \\
\text{temp3} &= \text{temp2} \times t \\
\text{temp4} &= \text{temp3} / 2 \\
\therefore x &= \text{temp1} + \text{temp4}
\end{align*}
\]

**Translate** human expressions to processor instructions
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• An *interpreter* that takes an arithmetic expression, e.g.
  • \((8+2)*3\)

• And computes the result, e.g.
  • 30

• We will be using a *stack*
Stack
Implementation Time!
Questions?